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Abstract

The methods introduced in this paper allow direct slicing and manufacture of freeform functionally graded material (FGM) objects using additive manufacturing (AM). The FGM objects received as input are specified as complexes of trimmed parametric trivariate volumetric cells, and contain the design for both the geometry and (heterogeneous) material composition of the model.

We present efficient methods that enable the fabrication of general volumetric freeform designs, following the modeling generality of contemporary B-rep geometric modeling systems, while fully exploiting multi-material 3D printers. Our methods allow the application of any material function to the volume of a model, from simply another (possibly trimmed) trivariate function, through a volumetric discrete texture to a procedural function. We complete this work by demonstrating these introduced capabilities by fabricating several functionally graded material objects, using a modern multi-material 3D printer.

1 Introduction

Functionally graded materials (FGMs) are heterogeneous materials created by mixing/interleaving two or more materials, inside the volume of some object, in a way that varies according to position [4]. The spatial variation in FGMs is usually designed to (optimally) achieve some overall physical property, in the object. FGMs are becoming more popular in engineering due to their increased availability through additive manufacturing (AM), and because objects made using FGMs can often achieve functional properties that are superior to those that can be achieved by objects made from a homogenous material.

Current 3D printers, such as the one described in [8], can produce many different FGM objects using AM. That said, the state-of-the-art capabilities of contemporary freeform modeling tools are boundary representation (B-rep) based, describing only the outlines (or surface) of a 3D object. B-reps are incapable of supporting FGM objects without introducing additional information to describe the internal structure of the model.

In this work, we aim to provide heterogeneous AM support via an emerging volumetric representation (V-rep) framework [28, 16], that supports the same general modeling space as B-rep modeling tools, but uses volumetric trivariates. Figure 1 shows an example of a trimmed parametric V-rep. V-reps are compact and can represent both complex geometry and material composition. The paramount success of the parametric B-rep approaches for the last four decades, leads us to believe in the usefulness of V-reps, that can capture the generality of B-reps for geometric design, while providing a simple integration path with the design and analysis processes of FGM objects. The shared parametric domain of geometry and material properties that V-reps offer, allows a designer to easily anchor material properties to geometric features, and map with ease analysis results back into the V-rep (and its material properties).
Our first contribution in this paper is the ability to slice and manufacture trimmed V-reps using AM. In other words, given an input FGM object expressed as a V-rep, the methods we describe in this paper enable the generation of printing instructions for AM needed to manufacture the model. Additionally, we enable the efficient retrieval of parametric values for large numbers of Euclidean points within V-reps. This, in turn, allows material composition to be specified in a flexible and robust manner as a general three variable function over the V-rep’s parametric domain. We believe this kind of representation will be useful as the end result for FGM design, and can be an additional tool in the fabrication of FGM objects. Figure 1 shows an example of an object based on a V-rep design that was manufactured using the methods we describe in this paper. In this context, using V-reps gave us two advantages: we were able to model the relatively complex geometry as a single V-rep, and the V-rep parametrization allowed us to easily assign and relate material properties to the geometry.

2 Previous Work

3D printers that support heterogeneous materials are becoming more and more common, in recent years. Multi-material 3D printers based on the PolyJet 3D printing technology (e.g. Objet Connex series [8]) are capable of producing FGM objects of almost any shape, and with many material properties by combining different materials at high resolution. Other examples for printers that use a similar ink jet approach include the ProJet [1] and the Jet Fusion [12]. The increased availability of multi-material 3D printers is leading to an increased interest in the use of heterogeneous materials, and in the manufacturing of FGM objects.
Other technologies that can support the creation of an FGM object are those that use powder based printing. In [20], the mixing of metallic powders in different proportions is discussed, while the printed examples in [14] show results created using a Z Corporation’s (powder based) 3D printer by using binders of different colors, claiming to simulate material grading.

There are also fused deposition modeling (FDM) printer designs that claim to incorporate the ability to use multiple materials [22], by mixing filaments (in a dedicated mixing chamber) to dynamically change the extrusion material. Another approach suggests mixing the filaments outside the printer, then using the mixed filament in a standard FDM printer [19].

The modeling of FGM objects and their properties is a major topic for research, in recent years. The body of work on the modeling and representation of FGM objects is quite extensive, and this overview is only a sampling of the major approaches as we see them. There have been many different strategies proposed for the specification, design, and manufacturing of FGM objects, with no single strategy emerging as dominant. Indeed, while there is some standardization effort in the representation of objects made from several materials, such as the AMF standard [2] that can support a discrete number of volumes filled by a discrete number of materials, there is still no clearly accepted way to represent FGM objects. A more thorough (but not very recent) review can be found in [15].

Voxels are perhaps the most straightforward way of representing an FGM object, and they fit very well with the sort of input some 3D printers expect, like the input described in [8] (a series of bitmaps). However, memory and computational requirements make them problematic to use for large objects when a high resolution is needed [15], or for other needs such as design and analysis. Approaches such as the one found in [21], can alleviate some of these deficiencies by using a sparse hierarchical representation rather than a full grid to represent a collection of voxels. An example of a system that uses voxels for modeling can be found in [17].

Another option for modeling FGM objects is a piecewise linear volume mesh. In [13], FGM objects are modeled by subdividing them into simple cells (finite element meshes), with material properties defined analytically within each cell. The implementation used in [13] subdivides objects into tetrahedral meshes, of limited continuity, and is somewhat reminiscent of a tessellation operation adapted to volumes.

Like our own work here, [27] also deals with the step that transforms the model produced by the designer, into a set of fabrication instructions. The work in [27] presents an architecture that is inspired by the rendering pipeline commonly used in computer graphics hardware. The input used is a polygonal mesh, and programmable shaders (short programs called fablets) are used to specify the material properties. The focus in [27] is on producing a generic architecture and an FGM representation that can be efficiently converted to AM instructions using their fablet architecture. This, however, requires the design stage (and the designers) to produce models that include program code for the aforementioned fablets which may not be convenient. Additionally, if the material specification is produced by an automated analysis process, the conversion to fablet code may not always be feasible.

An FGM object can also be modeled in a constructive procedural manner. To evaluate the material properties at any point, we run a program that determines the material composition at that point. In [5], this program takes the form of a “reducer-tuner model”, a construct that creates the required program based on design goals. In [3], external and user-generated data sets are used to evaluate material distributions.

The material composition of an FGM object at a point \((x, y, z)\) can also be represented by an explicit function \(f(x, y, z)\) as in [25]. This representation allows an easy evaluation of the material properties at any point, but is difficult to relate to an object with a complex geometry since an arbitrary coordinate system is used. Other efforts, such as [14], attempt to parametrize the object according to distances from “material features”. Using material features, the material properties at any point are determined as a function of the distance to the features.
As mentioned before, parametric volumes were also used toward the modeling of FGM objects. In these representations, FGM objects are modeled as extensions of parametric curves and surfaces by adding a third, volumetric, degree of freedom and additional material information to the control points of these entities. In [23], for example, this is done by specifying control points for the trivariate as: \( P_{ijk} = (\bar{x}_{ijk}, M_{ijk}) \). In this case, \( \bar{x}_{ijk} \) represent positions, and the values of \( M_{ijk} \) represent any additional material information needed. \( M_{ijk} \) is usually a vector, that has the same number of coordinates as the number of available materials, with each element in the vector representing the volume fraction (out of 1) of a single material.

In a work similar to our own [24], a method for directly slicing trivariate volumes is shown. Material information is represented by a B-spline trivariate function (just like the geometry), and is produced by fitting the function to a given set of points that assign material properties to spatial coordinates. They also present some adaptations needed to sample material information for printing techniques that require relatively slow changes in material composition (relative to changes in position). The methods in [24] are only applied to low printing resolutions (tens of thousands of sampled points), and may not scale well to producing the billions of sample points as we use here to work with the native resolution of modern FGM printers.

None of the above offers direct slicing of a trimmed trivariate representation of the model. Supporting trimmed trivariates gives us the capability to capture the space of all B-rep models, as volumetric functions suitable for FGM design.

### 3 Representing and Fabricating an FGM Object

We model an FGM object \((FGM_{obj})\) as a cell complex, following [16], of (potentially trimmed) trivariate parametric functions. Each trivariate is assumed regular (with a non-vanishing Jacobian), and without global self intersections. The cells in an \(FGM_{obj}\) correspond to the cells of a V-rep in [16], and are denoted as \(FGM_{cell}\). However, unlike the cells in [16], our representation mandates only a single parametrization for each cell, to avoid ambiguities. Each \(FGM_{cell}\) is defined as follows:

\[
FGM_{cell}(u, v, w) = \{V(u, v, w), M(u, v, w), S\},
\]

where trivariate \(V(u, v, w)\) along with its set of trimming surfaces, \(S\), represent the geometry of the \(FGM_{cell}\):

\[
V(u, v, w) = (v_x(u, v, w), v_y(u, v, w), v_z(u, v, w)) = \sum_{i=0}^{n_u} \sum_{j=0}^{n_v} \sum_{k=0}^{n_w} P_{ijk} B_i(u) B_j(v) B_k(w),
\]

where \(P_{ijk} = (x_{ijk}, y_{ijk}, z_{ijk})\) and \(B_i(u), B_j(v), B_k(w)\) are the control points and blending functions of the trivariate volume. \(S\) is a set of trimmed surfaces that trim the (cuboid topology of the) volume of \(V(u, v, w)\) and define the boundaries of the cell. The material composition is defined by a second independent trivariate (vector) function \(M(u, v, w)\), spanning the same \((u, v, w)\) domain. For example, the specific FGM object shown in Figure [1] has five cells in the complex. It was created using Boolean operations on three trivariates: the cup, the knot, and the base. Five cells were created overall: two cells (Figure 1(a) (II) and (IV)) consist of the volumes where two of the three original trivariates intersect, and three cells (Figure 1(a) (I), (III) and (V)) consist of the intersection-free volumes, all represented as trimmed trivariates.

In our representation, the material composition function, \(M(u, v, w)\), can be any function: for example, a refinement of the spline space of \(V\), a procedural one as in [27], or, may make use of analysis results or material features if needed. We chose this approach because it allows the designers the freedom to use whatever is appropriate for their specific designs. Again, referring to the FGM object shown in Figure [1], the material function in this case was procedural, one function for each of the five cells.

We apply the standard AM approach of slicing [18], to convert the above representation of an FGM object to a set of instructions that can be used to manufacture the object using AM. Figure [3] shows the
Figure 2: Using slicing, the trimmed V-rep model (the chalice from Figure 1) is intersected with planes. In (a), one plane is shown, resulting in a planar outline for the slice, in (b) and (c). Each slice is then filled with color coded material information (d), by examining the interior of the V-rep model. Compare to Figure 1, where blue reduces to transparent material.

Outline of this process as used in our work. We start with a V-rep and ‘slice’ its boundaries (S in Equation (1)) by intersecting it with a plane (at a given z height), as in Figure 2 (a). The result is an outline of the current slice, see Figure 2 (b) and (c). This slice is then filled with material information and can be used by the printer to manufacture that slice (Figure 2 (d)). When using a Connex printer (as in our case), the material information for the slices is given as a set of bitmaps that encode the material composition in each point inside the slice. The difficulty in implementing the slicing procedure described above, for FGM objects in Equation (1), can be found in the requirement to evaluate and specify the material composition at every point inside the slice. When slicing an FGM object, the only information available for a point is its position in Euclidean space. However, the material composition $M(u,v,w)$ is a function of the parametric domain.

As shown in Equation (1), both the geometry and material composition of an $FGM_{cell}$ are functions over the same parametric domain. Given a location in the parametric domain, $(u,v,w)$, retrieving the Euclidean position $V(u,v,w) = (x,y,z)$, and the material composition $M(u,v,w)$ for that parametric location is trivial, and amounts to the evaluation of $V$ and $M$, at $(u,v,w)$. However, given a point in Euclidean space, $(x,y,z)$, it is more difficult to determine its material composition, since we must solve an inverse problem and retrieve the parametric values for that point, if they are defined.

Given a Euclidean point $(x,y,z)$, consider the following system of three (often non-linear piecewise polynomial) constraints and three unknowns $(u,v,w)$:

$$x = v_x(u,v,w), \quad y = v_y(u,v,w), \quad z = v_z(u,v,w),$$

(3)

with $v_x(u,v,w), v_y(u,v,w), v_z(u,v,w)$ as defined in Equation (2). Equation (3) prescribes a classical inverse problem. By solving this system of constraints, for example using [11], we can obtain the $(u,v,w)$ values for the given point $(x,y,z)$. However, we expect to solve Equation (3) millions or even billions of times, and to make the process more efficient we also rely on the following result:

Lemma 1. The solution for the system of constraints presented in Equation (3), $(u_0,v_0,w_0)$, exists and is unique for every point $(x_0,y_0,z_0)$ inside a self intersection free and regular volume $V(u,v,w)$. 
Proof. The uniqueness of the solutions to Equation (3) follows directly from our assumption of $V(u, v, w)$ being regular and without (global) self intersections.

Later, we will see how the uniqueness of the solution allows us to optimize the computation of the parametric values, for a given Euclidean point $(x, y, z)$. Once the $(u, v, w)$ value for a given point $(x, y, z)$ is computed, the material composition at that point can be calculated, by simply evaluating $M(u, v, w)$.

As stated before, solving Equation (3) is computationally intensive, and we would like to avoid it whenever possible. On the other hand, as stated before, considering the average printing resolution, one can expect to solve Equation (3) millions or even billions of times, for one model. To efficiently classify points as inside or outside the model, we use the outline of the current slice (see Figure 2(b) and 2(c)). Given the outline, we aim to sample and generate material composition information only for the pixels that are found inside the outline of the slice. We chose the simple rasterization strategy of sampling along straight lines aligned to the $x$ or $y$ axis, as in scan conversion used in computer graphics [10]. Sampling along lines allows us to use two optimizations:

1. To determine if we are inside/outside the outline, we first find the intersections between the outline and our sampling lines. Since the lines are axis aligned, the process is simple and can be implemented efficiently. Given a set of $y$-axis aligned lines, $L_i$, at $x$ positions $x_i$, $i = 1, \ldots, N_L$, and the outline curve $O(t) = (o_x(t), o_y(t))$, the $t$ values at the intersections would be the solutions to $o_x(t) = x_i$. Once the intersections between the outline and the lines are known, the lines are clipped to the segments inside the outline. Then, pixels (represented by their center point) are sampled along these internal segments. Using this optimization to determine if a sample point (pixel) is inside or outside the current slice saves us from unnecessarily attempting to solve Equation (3) for points outside the current slice.

2. The solver presented in [11] is general and aims to find all solutions, globally, which is computationally demanding. In our case, however, it is already known that a unique solution exists if the Euclidean point is inside (the outline of) $V$ (i.e. Lemma 1). This fact allows us to optimize our use of [11]. The optimization relies on the following procedure: once we use the full solver to get the solution for a point, the solution for any other close-by point can be attempted by employing a numeric tracing (i.e. a Newton iteration method), using the previous solution for any close-by point as an initial guess. By Lemma 1 if this numeric tracing converges to a solution, then this is the only valid solution. If the Newton method fails to converge, we simply invoke our full solver [11] and find the solution. In practice, a single invocation of the full solver might be sufficient for a whole area enclosed by one outline. In our experimental results, we will see that, indeed, in practice, the full solver has to be used very rarely.

Our algorithms calculate generic (device independent) material information, with a mix of materials in a single point/voxel. This kind of information may not be used as-is by certain printers. For example, many printers (including the Connex we’re using [8]) only accept a single material for each point/voxel. To convert the information to a form acceptable to the printer, we apply the well known error diffusion dithering algorithm [9] on the current (2D) slice to perform this conversion. More advanced dithering algorithms, such as [6], may also be used, in this stage, if needed.

Algorithm 1 outlines the entire process of generating the required input for the printer, for a single slice. Lines 1 to 3 of Algorithm 1 perform some preliminary calculations, such as determining the bounding rectangle of the printed slice, and the size of the needed bitmaps. The loop in lines 4 to 21 traverses over all $FGM_{cell(i)}$ in the input FGM object, and fills the correct pixels in the matrix $M_g$, for each cell. Inside the cell loop, we calculate the outline of the current cell (line 6), and then run a loop on each pixel (in lines 7 to 20) calculating the $(u, v, w)$ value for each pixel. $M$ is evaluated, in line 17, with those parameters to find the
Algorithm 1 GenerateSliceBitmaps

Input:

1. $FGM_{obj} = \{ FGM_{cell(1)}, \ldots, FGM_{cell(n)} \}$, a complex of $n$ FGM cells;
2. $m$, the number of materials;
3. $z$, the height of the slice;
4. $x_{res}, y_{res}$, the resolution (in pixels) of the required bitmap(s);

Output:

1. $B = \{ B_1, \ldots, B_m \}$, a set of bitmaps;

Algorithm:

1: $(x_{\min}, x_{\max}, y_{\min}, y_{\max}) := \text{BoundingRectangleXY}(FGM)$;
2: $(dx, dy) := \left( \frac{x_{\max} - x_{\min}}{x_{\res}}, \frac{y_{\max} - y_{\min}}{y_{\res}} \right)$;
3: $M_g := \text{EmptyGrid}(x_{\res}, y_{\res})$; // A 2D matrix of vectors.
4: for $i = 1$; $i \leq n$; $i = i + 1$; do // Iterate over all the cells.
5: $(V, M, S) := \text{FGM}_{cell(i)}$;
6: $O := \text{SSI}(S, \text{Plane}(z))$; // Surfaces-plane outline intersection.
7: for $x = x_{\min}$; $x \leq x_{\max}$; $x = x + dx$ do
8: $(u, v, w) := \text{FullSolve}(V, x, \text{min}_y(Y), z)$;
9: for $y = \text{min}_y(Y)$; $y \leq \text{max}_y(Y)$; $y = y + dy$ do
10: $(u, v, w) := \text{NumericSolve}(V, x, y, z, u, v, w)$;
11: if $V(u, v, w) \neq (x, y, z)$ then
12: $(u, v, w) := \text{FullSolve}(V, x, y, z)$;
13: end if
14: $(x_i, y_i) = \left( \lfloor x_{\res} \cdot \frac{x - x_{\min}}{x_{\max} - x_{\min}} \rfloor, \lfloor y_{\res} \cdot \frac{y - y_{\min}}{y_{\max} - y_{\min}} \rfloor \right)$;
15: $M_g(x_i, y_i) := M(u, v, w)$;
16: end for
17: end for
18: $M_{\text{dither}} := \text{Dither}(M_g)$;
19: $B := \text{BitmapPerMaterial}(M_{\text{dither}}, m)$;
20: Return $B$;

material information and save it in the matrix $M_g$. The calculation of $(u, v, w)$ happens as described before. We first try and use the fast numeric tracing method ($\text{NumericSolve}$) to find the correct unique solution to Equation (3) in line [12] and if that fails, we resort in line [14] to $\text{FullSolve}$: the full, slower, solution of Equation (3), using the solver from [11].

Lines [22] to [23] perform the final steps, transforming the material information produced, into a bitmap for each material as needed by the printer we use. These steps take $M_g$ with fractional material information, transform it, through dithering, into an image with one material per pixel, and then split the image into one binary bitmap per material. The trimmed trivariate volumes we use (from [16]) inherently support the modeling of any volume as geometrically mutually exclusive cells. This allows us to use a naive procedure that just chooses the last cell with non-empty material information for a pixel (as aside from along the
boundaries, there should be exactly one such cell), and sets it as the material information for that pixel in $M_g$. Finally, one should note that, in our case, the support structure is generated automatically by the printer.

4 Experimental Results

To test the methods outlined in Section 3 we have implemented them as a C/C++ program. We ran our tests on an Intel i7-4770 3.4 GHz windows 7 machine.

We start by examining the benefits of using numeric tracing instead of invoking the full solver as described before. To illustrate the effects of this optimization, we ran tests on the trivariate volume shown in Figure 3(a). The results of our tests are shown in Table 1. We examine four different optimization methods for using numeric tracing. None, meaning no optimization was used. Previous point tracing, where only the previous pixel in the line is used as an initial value for tracing. Previous line tracing, where either the previous pixel in the line or the same pixel on the previous line are used as an initial value for tracing. Full tracing, where any adjacent pixel on the current or previous lines (including diagonally placed pixels) are used as an initial value for tracing. We examined two metrics in these tests: the time to calculate $(u, v, w)$ values for all the pixels in the slice, and the percentage for which we invoked the full solver. As the results in Table 1 show, using numeric tracing to avoid the use of the full solver brings about a great improvement in overall run time. Using the previous point optimization results (as expected) in one full invocation of the full solver per line. Allowing the use of the pixel from the previous line improves the results. The results show that when the optimization uses the results of any nearby pixels, the full solver needs to be invoked only a negligible number of times compared to the total number of pixels.

![Figure 3](image_url)

**Figure 3**: Image (a) shows a trivariate volume shaped like a duck. The outline of one slice, is highlighted. Image (b) presents a fabricated graded-materials duck object based on the model in (a). In (c) the fabricated model is seen from a different view showing more details of the microstructure. The Image in (d) shows the micro-structure tile model that was created by subtracting two cylinders from a cube and alternating between green and blue colors. Printed courtesy of Stratasys Ltd.
Figure 4: A fabricated object with graded materials based on a volumetric model of the Utah teapot. Printed courtesy of Stratasys Ltd.

Table 1: Statistics on the use of the full solver, for different optimizations, in the slice highlighted in Figure 3.

<table>
<thead>
<tr>
<th>Optimization</th>
<th>Time [sec]</th>
<th>Full Solve [%]</th>
</tr>
</thead>
<tbody>
<tr>
<td>none</td>
<td>22590</td>
<td>100</td>
</tr>
<tr>
<td>previous point tracing</td>
<td>71</td>
<td>0.2532</td>
</tr>
<tr>
<td>previous line tracing</td>
<td>18</td>
<td>0.0205</td>
</tr>
<tr>
<td>full tracing</td>
<td>15</td>
<td>0.0044</td>
</tr>
</tbody>
</table>

Figures 1, 3, and 4 show fabricated objects that were created using the methods outlined in this paper. These objects were printed on a Stratasys J750 printer with their Voxel Print interface [26], allowing voxel-level control. The printer $xy$ resolution was 600x300 DPI (each pixel is 0.0423 by 0.0846 millimeters), the resolution in the $z$ axis is 0.03 millimeters per slice. As the focus of this work is the fabrication of V-reps rather than the actual design process of FGM objects, these models were created mostly with appearance in mind, to showcase what V-reps can offer in terms of design freedom. While the examples given here use only procedural or discrete textures, the results of tools such as iso-geometric analysis ([7]) could also be applied to V-reps and fabricated as FGM objects using our methods.

Figure 1 shows an object created as a volumetric model of a chalice. The model is made of two order $(4, 4, 4)$ piecewise-polynomial trivariates, and one order $(3, 4, 2)$ piecewise-rational trivariate (that result in five volumetric cells in the final model). The knot portion can be described by the sweep of a disc along a knot shaped curve, while the cup and base can be described using the rotation of surfaces. The model was sliced along its length (as in Figure 2). Material composition was again determined procedurally with most of the volume printed in a transparent material. The twisting colored curves inserted into the model were defined in the parametric domain of all five trimmed trivariates in this model). For each $w = w_0$ plane in the parametric domain of $V(u, v, w)$, several points (each with its own color) were specified. In each plane, the points are also rotated by an angle (or shifted a certain distance) dependent on the $w$ parameter. When evaluating the material composition, any location whose distance in the $u, v$ plane is less than some defined distance from one of the points is colored in the point color, otherwise the transparent material is used. The embedding of these lines demonstrates how easy it is to relate material information to the geometry given
the common parametrization. Without this shared parametrization, using voxels or a B-rep representation for example, applying a volumetric texture that would follow the geometry would require a much more complex procedure.

Figure 4 shows an object created as a volumetric model of the Utah teapot. The model is made of two order \((4, 4, 2)\) and one \((4, 4, 4)\) piecewise-polynomial trivariates (that result in six disjoint volumetric cells in the final model, two from the intersection of the handle and the body, one from the intersection of the spout and the body, and three from the intersection-free volumes of the original three trivariates). The material composition for the body of the teapot is determined by a 2D texture that was applied to the entire thickness of the hull (using only the \(u, v\) parts of the parametrization). The spout and handle are made from a rubber like transparent material, and have 3D twisting colored curves embedded within, similar to the ones used in the chalice model. Both of these features demonstrate how easy it is to reuse and apply the same textures to different V-reps, just like 2D textures may be easily applied to different surfaces in traditional 2D texture mapping (as used in computer graphics).

Figure 3 is made of a single order \((3, 3, 4)\) piecewise-polynomial trivariate. Figure 3 shows how the original geometry can be modified by specifying locations where no material is present, allowing the fabrication of porous geometry that is made of heterogeneous materials. The same approach can be used to apply any sort of porous texture to the volumes of objects. In this case, we procedurally defined the cavities within the trivariate model of a duck by first dividing the model’s cubic parametric domain into smaller boxes or tiles. Each tile is a box from which two orthogonal cylinders are subtracted, creating the void (see Figure 3 (d)). The coloring in the tiles is alternated between green and blue based on the index of the tile within the overall parametric domain.

The time needed to generate the bitmaps for these models generally depends on the volume of the geometry of the model, or more specifically on the number of printer voxels inside the the model. Generating the bitmaps for the object in Figure 3 with its about 2.69 billion voxels takes about 30 hours. However, as can be seen in Algorithm 1, the bitmaps for each slice can be calculated independently, without relying on the bitmaps for other slices. This means that bitmap generation for multiple slices can be run in parallel. Generating the bitmaps for the same model in Figure 3 using four concurrent processes, takes only about 8.5 hours, about 28 percent of the time needed for a single process. Table 2 presents some statistics for the presented objects (identified by their figure number). The results show that, overall, the full solver needed to be invoked very few times. Additionally actual failures of the numeric tracing method were virtually non-existent in our experiments. The times mostly increase when the number of model voxels increases, except for the chalice model, that is significantly more complex (in terms of the underlying B-spline function) than the others. All these times include writing the bitmaps to the disk, and are for four processes working concurrently. The three printed models can also be seen in https://youtu.be/mQC5rfk-jfl

<table>
<thead>
<tr>
<th>Figure</th>
<th>Bitmap Size</th>
<th># Slices</th>
<th># Voxels Total, and Inside Model ([\times 10^9])</th>
<th>Average Time Per Slice (4 Threads) [sec]</th>
<th>Total Time (4 Threads) [hour]</th>
<th>Full Solve [%]</th>
</tr>
</thead>
<tbody>
<tr>
<td>1, 2</td>
<td>(2944 x 1466)</td>
<td>1914</td>
<td>8.2, 0.45</td>
<td>5.75</td>
<td>3.05</td>
<td>0.1033</td>
</tr>
<tr>
<td>4</td>
<td>(2976 x 1477)</td>
<td>2110</td>
<td>9.2, 0.54</td>
<td>3.14</td>
<td>1.84</td>
<td>0.1008</td>
</tr>
<tr>
<td>3</td>
<td>(3040 x 1512)</td>
<td>2918</td>
<td>13.4, 2.69</td>
<td>10.4</td>
<td>8.5</td>
<td>0.0055</td>
</tr>
</tbody>
</table>

5 Conclusions and Future Work

In this paper, we presented how trimmed V-reps can be used to model and fabricate FGM objects. We hope that the ability to fabricate FGM objects directly from a V-rep model, will motivate the creation of advanced CAD tools and design and analysis environments to support V-rep modeling. V-reps are natural candidates
for augmenting existing B-reps in CAD design. V-reps offer the same modeling strengths that made B-reps so dominant for several decades as well as support new modeling challenges like FGM object modeling, and analysis using the shared geometric/material function space.

Throughout this work, we encountered several subjects that may warrant further investigation: We designed the algorithm presented here to work with printers that require bitmaps as input. However, the principles we based our algorithm on can be applied to many other required printer inputs. As long as the required material information can be reduced to a discrete number of samples, which is a reasonable assumption for any printer, our algorithm can be easily adapted to produce that information.

In our implementation, we have chosen to sample pixels along lines in a similar manner to a raster-scan. It is possible an alternate sampling strategy, similar to a flood-fill, would yield good, and maybe even better, results. Improved results are likely, as such a strategy would be able to identify neighboring pixels more robustly than our current scan conversion strategy. This would allow the employment of numeric tracing in even more cases, with a more efficient solution. In addition, using results from a previous layer as initial values for tracing can possibly further improve results, potentially making it possible to employ one full solver solution, for the entire model.
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